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Simulator Module

SAROPS Version 2.2

# Introduction

There are four major components of the SAROPS Sim module. Two of them are highly visible; the Simulator which produces a dynamic probability distribution, and the Planner that uses this probability distribution to assign boxes to SRUs. In this document, we discuss Simulator, and leave a discussion of Planner to other documents. We will refer to the Simulator module of SAROPS 2.2 as “Simulator 2.2” or simply “Simulator,” or even simply “Sim.” Similarly, we will refer to the Simulator module of SAROPS 2.0.3 as Simulator 2.0.3, and the Simulator module of SAROPS in general as simply Simulator or Sim.

The two other components of the SAROPS Sim module are the SimWebServer and the BuildSimLand modules. Here we give very brief overviews of these two modules.

## Non-Sim and Non-Planner Modules of SAROPS Sim

SimWebServer is a class in the “control” package of the code. This class has a “main” method which is the entry point for running the program SimWebServer. This main simply creates a single SimWebServer object, which creates a org.eclipse.jetty.server.Server and a SimCaseManager. This latter object is used to collect and run Sim and Planner cases in parallel. A SimCaseManager does not deal with handling http requests or port numbers or any of the other intricacies of being a web server; it simply queues up the Sim and Planner requests, and assigns them to its own set of “engines” as these engines become available. The commands that a SimWebServer’s Server handles are “Run a Sim or Planner Case with the following xml file,” and “Give the status of a particular case or all of the cases.”

BuildSimLand is another class/main combination that builds the “land files” from a collection of input files. The resulting “land files” are called SimLand. In 2.2, this run takes about 90 minutes, which is down from 36 hours. If additional corrections are needed (e.g. missing islands or errant coast lines), we must produce files that specify these corrections, and rerun BuildSimLand to produce a new version of SimLand.

In 2.2, we are relying heavily on Google Earth (GE) to provide data for BuildSimLand, and hence we are using kml files. kml files are xml files with special tags. The author did not find a package for reading and writing kml files, and translating those special tags into java objects, so he wrote code, based on the existing xml facilities within the current code, to read and write only those tags.

## Overview of Sim

Sim is the module that produces the paths of the particles. When a Sim run is completed, it leaves behind a file of particles, called the . The particles can be grouped together in cells and these cells are displayed as a probability distribution. The Planner, a separate program, reads the and computes rectangles for Search and Rescue Units (SRUs) based on this file. Hence, there is no direct communication between Sim and Planner. Indeed, Sim isn’t even running when Planner runs, and Sim’s creation, the , is read for every Planner run. These Planner runs include the “GetInitial,” the “Optimize,” and the “Eval” runs; these are all Planner runs, and each of these starts by reading the same that Sim produced.

## Sim Input Files

### Sim.xml

The main input to a Sim run is an xml that we call the “Sim.xml file” or simply “Sim.xml.” The key data within Sim.xml are a set of “Scenarios” and a set of “Object Types.” Each scenario is of a “scenario type,” and provides distributions of particles before or at distress. For example, the simplest scenario type is an “LKP” (last known position) scenario, which means that we have a central Lat/Lng and time of the distress incident, and there is no pre-distress motion. This is modelled by a circular bivariate normal in position and a truncated normal in time. Other scenario types include “LKP+Dead-Reckon,” flare sighting, Line-of-bearing, and voyages. In Sim 2.1, there is pre-distress motion only in the Voyage and LKP+Dead-Reckon. In Sim 2.2, there is a new type of scenario, called the Sailboat Scenario.

The object types represent different the types of things that we are looking for. Each object type is either the originating craft or a distress type. The “originating craft” is relevant only for pre-distress motion, and distress types are relevant only after the distress. Examples of distress object types are a “person in the water,” a “raft,” a “capsized boat,” etc.

Scenarios and Object Types are the main components of the data, but the largest set of data is the environmental data. Sim pushes around the distress particles by using wind and current data. The wind affects different object types in different ways, and each object type has “leeway data” that specifies this effect.

In addition, there may be completed (unsuccessful) searches and this has an impact on the probability distribution as well; particles that were well searched are less likely to represent the missing object and their probabilities or weights are reduced. Therefore, each object type needs a lateral range curve for Sim to update the particles’ weights from completed searches.

Summarizing, the main components of Sim.xml are:

1. Scenarios
   1. Type and Data
2. Object Types
   1. Type and Leeway Data
   2. Lateral Range Curve for each Completed Search
3. Specification of NetCdf files providing wind and current information
4. Area-of Interest specification for collecting land and bathymetric data

Table 1 Main Components of Sim.xml

### Sim.properties

The data in Sim.xml are very simple xml: tags and attributes. A resource-file Sim.properties within the main jar file provides many defaults for the data in Sim.xml. The “fully qualified” name of a datum is its path of tags followed by its attribute name. For example, there is a slope attribute in the DWL tag, which is a sub-tag of the LEEWAY tag, which in turn is a sub-tag of the SEARCH\_OBJECT\_TYPE tag. Therefore, the fully qualified name of this datum is SEARCH\_OBJECT\_TYPE.LEEWAY.DWL.slope. The names of the properties are the fully qualified datum name, appended by either .DEFAULT or .OVERRIDE. The former indicates that the property’s datum should be used only if the datum is missing from Sim.xml and the latter indicates that the datum should always be used. Put another way, if the property is “only” “.DEFAULT,” it will be ignored if it is in the xml, and if the property is “.OVERRIDE,” then the xml will be ignored.

In addition to the jar-file Sim.properties, there *can be* a Sim.properties file in the data subdirectory of the install directory. The properties in this file overwrite the ones in the jar-file’s Sim.properties. If a property within the Sim.properties ends with “.OVERRIDE,” then the corresponding property that ends with “.DEFAULT” (if any) is removed.

As of Sim 2.2, another source of Sim.properties is available. The xml itself can specify a 3rd place to find the properties. On the main tag (SIM for Simulator, PLAN for Planner), the attribute, if it exists “XmlSimPropertiesFilePath” specifies another file and the properties in that file will override the previously defined properties as in the preceding paragraph.

### Environmental Files

A Sim run uses wind and current information that are stored in NetCdf files. The rest of SAROPS produces these files and tells Sim where they are in the Sim.xml file. In addition, there are static files containing the shoreline and bathymetric data. These are large files, and the Sim.xml file tells Sim which parts of these files should be collected for the Sim run.

## Main Sim Output File

There are several output files that Sim produces, but the main one is the . In fact, the rest of the output files could be derived from the . The stores all of the information about the particles and their paths in a NetCDF file. We give a detailed description of the Particle File in §IX.

## Overview of the Document

In §II, we will discuss the different types of Scenarios. In §III, we will explain the data and method that a distress time is chosen. There are new features here. We give a brief description of reverse drift in §IV.

In §V, §VI, and §VII, we describe how the environment affects the particles, and we finish with a discussion of Completed Searches, comparing them to Planner’s reports, in §VIII.

# Scenarios

Scenarios are the basic way we describe what we know about the case. For example, we might know that the lost person intended to follow a certain route, or we might know only where his last known position was. Furthermore, we use multiple scenarios to indicate that there are several possibilities for what might have happened.

## and Scenarios

These are very similar. stands for “Last known position.” A Lat/Lng is given together with parameters specifying a bivariate normal distribution. Because a bivariate normal is a concept on a 2-dimensional plane, a 2-dimensional approximation to the earth is created and draws are made for the initial position of each particle, from a bivariate normal distribution.

In addition, a time uncertainty is part of this data, and the initial time of the particles are also randomly drawn. This will be a repeated theme for all the scenarios, and it will have consequences described in §III.

The scenario is very similar, except that the initial distribution is a uniform distribution over a polygon. This time, we choose a planar approximation out of convenience; as opposed to bivariate normal distributions, a spherical version of a uniform polygonal distribution *does* exist, but we use the planar version because it’s easier to work with.

We implemented the distribution of a uniform polygon so that it would be efficient for all polygons, not just convex simple ones. Consider the blue polygon of Figure 1.

Some Island

Figure 1: Non-convex Polygon

One common approach is to form a “bounding rectangle” around the polygon and make draws from it. Once such a point was drawn, one could test for containment in the blue polygon, and re-draw if the point were not in the blue polygon.

In the case illustrated in Figure 1, there would be many re-draws; most points within the bounding rectangle are not in the polygon itself. Moreover, the containment test can be quite expensive for complicated polygons.

Instead, a one-time setup of a data structure is computed and this allows 2 draws to always produce a single point within the polygon itself. The first uniform draw represents the and this is translated to the -coordinate. The data structure that allows this to happen efficiently is quite complicated and we will not go into that here. The second uniform draw represents the , where is already known, and this is translated to the -coordinate. Again, the data structure and associated algorithm for this is tricky. We will say only that both algorithms involve two binary lookups and hence it is fast.

We will use the ideas of the above paragraph in the Voyage scenario of II.D, but only after a change of coordinates. The Voyage scenario has pre-distress motion and is a sequence of bivariate normal and uniform polygonal distributions. Draws for the positions within these areas are not drawn randomly and the draws that we make there depend heavily on the s of the above paragraph.

## LOB Scenario

The LOB Scenario is similar to the LKP and Area scenarios in that there is no pre-distress motion; particles drift according to the winds and currents and their leeway data. However, the similarity ends there.

A collection of Lines-of-bearing calls (LOBs) are received and a single distribution must be made from them. This distribution plays the role of the bivariate normal or uniform polygon distribution of the previous section and, other than that, an LOB scenario is the same as these two.

If the LOBs are “consistent” (to be made precise shortly), we create a single elliptical distribution and draws are made from that. If they are not consistent, the ‘worst’ (again, to be made precise shortly) LOB is removed and we try again. If we get down to two LOBs and these are still not consistent, then the LOBs are all used, but individually.

The data of a single LOB is:

1. Center Point (Lat/Lng) of Origin of Call, and x-error of center point
2. Called Bearing
3. Min and max range
4. Standard Deviation for the bearing

Table 2: Data of Bearing Call

We follow [WANGSNESS], and we call the algorithm of this paper, the “Wangsness’ Algorithm.” This method produces an elliptical distribution for the position. We modified the technique so we could consider a circular uncertainty in the origin of each LOB.

The ellipse must pass the requirements listed in Table 3 below. In this table, the center of the ellipse is called the “fix” and the ellipse itself is the 95% containment ellipse.

1. The area of the ellipse must be at most 3000 sq nmi
2. The semi-major axis of the ellipse must be at most 500 nmi
3. The ratio of the two ellipse’s axes must be at most 64
4. When one projects the fix to each bearing call’s great circle, the fix must be in the direction of the called bearing, as opposed to 180 degrees off
5. If there are exactly two bearing calls, their bearing calls’ intersections must be at least 5 degrees
6. The fix must be between the min and max ranges for each bearing call

Table 3: Requirements for an LOB Fix

Although the constants of Table 3 have never been given in Sim.xml, they could be. In practice, the defaults specified in Sim.properties are used.

If any of these conditions fails, we consider the set of LOBs to be a “inconsistent” and an LOB is discarded. The one that is discarded is the one that is farthest from the fix, after dividing by its maximum distance.

If we reach a situation where there are only two bearings left, and they still fail a test in Table 3, then we use a uniform distribution of all the lines of bearing as follows. Each line of bearing has an area; it is the section of the annulus defined by the minimum and maximum ranges, with angular bounds given by ± the standard deviation of the bearing. This is illustrated in orange in Figure 2.

Max Range

Min Range

Figure 2: Area of an LOB

The particles are divided (nearly) equally among these lines of bearings’ areas, and the set of particles assigned to a line of bearing are distributed with a uniform distribution within the LOB’s area. Note that such a distribution has a closed form and is easy to generate.

It is possible to directly give an ellipse to an LOB scenario. In this case, all other inputs (LOBs and other ellipses) are ignored.

Wangsness’ Algorithm is quite elegant and straightforward. However, it does involve eigenvalues and linear regression, and we will not reproduce it here. Moreover, it does not allow for position uncertainty of the origin. We describe our modification for that here.

We will call the origin of the bearing call the “center,” and will define another point that we call the “vertex.” In Figure 3, the green dot is the center and the orange dot is the vertex. This vertex will be on the same great circle as the line of bearing, but behind the center. It is based purely on geometry and not probability, and depends on the circle with containment of 0.5 in a bivariate normal. We call this circle the uncertainty circle, or COU. The radius of the COU is precisely the data that is provided for the LOB.

After the COU is given, we use the standard deviation of the bearing call to project backward to the vertex, as illustrated in Figure 3 and the following discussion.

Call the bearing uncertainty . In Figure 3, we have drawn part of the great circle that is perpendicular to the line of bearing at the center. We move along the COU by , away from the LOB, to find the tangent points on the circle; these are the blue dots in Figure 3 We took the great circles that are tangent to the COU at these tangent points, and found their intersection, and that is the (orange) vertex. We call the diagram in Figure 3 the “snowcone” diagram, where the COU is the “snow” and the projection back to the vertex is the “cone.”

From the vertex, we compute the ½-range of angles between the vertex and the tangent points and use that as the standard deviation of the bearing call. Note that if the bearing uncertainty is 0, the vertex is the antipodal point of the center. If the position uncertainty is 0, we simply define the vertex to be the center, and use the given standard deviation.

LOB: 090

COU

Figure 3: Snowcone diagram: Center (green dot) and Vertex (orange dot)

## Flare Scenario

A flare scenario is like an LOB scenario. In fact, the code represents a flare scenario as a special type of an LOB scenario with one LOB. Both are represented by the class com.tmk.sarops.model.LobScenario. The main difference is that a flare scenario behaves much more like an area scenario, where the area is a polygonal approximation to the orange area of Figure 2.

In theory, there could be more than one flare sighting for a scenario. In practice, SAROPS forbids this. If it were allowed, the intersection of the orange areas would be used. Additional sightings would be allowed until the intersection becomes empty.

## Voyage

The voyage scenario is the first of two scenarios with pre-distress motion. The voyage scenario represents a situation in which the subject scheduled one or more of a sequence of stops or Dwell Zones. These Dwell Zones do not have to have a positive dwell-*time* and without positive dwell-times, they act merely as routes.

The Dwell Zone are either polygons or circles, like the LKP and area scenarios. For each particle, a sequence of positions is chosen, one from each Dwell Zone Dwell Zone. A loiter time is also picked for each Dwell Zone. For each particle and leg (transit between Dwell Zones), a speed is selected. The result of all this is a complete trajectory or path for each particle.

For each particle, the position within each Dwell Zone is not independent of the previous or next Dwell Zone. Rather, the draws are correlated. In the code (not even in Sim.properties), there is a constant , called the correlation value, and it is currently set to 0. The name of the constant is paying homage to the correlation coefficient, but we make no claims that this is the correlation coefficient. For that matter, we’re not entirely sure what the correlation coefficient between two 2-d random variables is anyway. No matter how we define 2-d correlation, we would get perfect correlation if we set to one, independence if we set it to 0, and perfect anti-correlation if we set it to -1.

Dwell Zone A

Dwell Zone B

Figure 4: "Correlation” between Dwell Zones

We illustrate our technique in Figure 4. We suppose we are going from Dwell Zone A to Dwell Zone B, the stars indicate the centers of mass of the two zones, the red axis is the great circle connecting the two stars, and the green axis is perpendicular to the red axis at Dwell Zone A’s center of mass. Suppose also we wish to “correlate” the brown triangle to some point in Dwell Zone B.

With respect to the green axis, let’s suppose that the brown triangle has a value of 0.8. If we did “perfect correlation,” we would pick a point in Dwell Zone B that had a value of 0.8 with respect to the purple axis. That axis was chosen as the great circle perpendicular at Dwell Zone B’s center of mass to the red great circle. To get the value within Dwell Zone B, we use something similar, but base it on the conditional of . Let’s say that the result is the purple square that is connected to the brown triangle by the dashed line. We call this point the “partner” of the brown triangle.

We do not use perfect correlation, but we do base our draws on the partner. Now note that, for any continuous random variable , is a -(0,0) random variable. We convert the value to a Gaussian one by using the inverse of a Gaussian, and make a (truly) correlated draw for a new Gaussian by using the formula to get a new Gaussian. We convert that to a by finding its value, and then using that uniform and our method of drawing a uniform polygonal draw, to get the draw in Dwell Zone B.

This correlation was requested long ago because it really doesn’t make sense for the two draws to be independent. What this is capturing is simply the notion that “if someone starts to the left, he generally stays more left than right.”

In the following figures, we show the same simulation case with 100 particles, but change the correlation value. The dark green segment is the section of the great circle that connects the two areas’ centers of mass. This is most visible in the first picture of Figure 5. The other pictures are for “perfect correlation,” perfect anti-correlation,” “no correlation,” and “correlation = 0.75,” which is what is use in Sim.

![](data:image/png;base64,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) ![](data:image/png;base64,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)

Figure 5: Connecting Centers of Mass, and Perfect Correlation
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Figure 6: Perfect Anti-Correlation and No Correlation
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Figure 7: Correlation = 0.75, used in Sim

## LKP Plus Dead-Reckon

This one is conceptually simpler. For each particle, we draw a starting point and time as with LKP’s, and a direction. The particle moves in that direction until distress; the last random characteristic for the pre-distress is the direction.

## Sailboat Voyage

In Sim 2.2, we have introduced a special type of voyage, called a “sailboat voyage,” or S/V. The S/V behaves in the end very much like the regular voyage of §II.D, but the operator does not provide all of the legs. The operator does provide legs just as with a regular voyage, and these legs are specified by waypoints in the xml, just as with a regular voyage. Furthermore, for each particle, points are drawn from the waypoints’ spatial distributions and thus, are created for a S/V particle.

However, these do not provide the entire route of the S/V particle. For each , Sim must create that are feasible for a S/V to travel. For example, if a is straight up-wind, Sim will have to compute to get from the beginning of the to its end. We use the term instead of , and discuss how Sim creates these in this section.

Note that the completely disappear because each one is replaced by a sequence of . In contrast with §II.D, each particle can have a different number of legs. However, once these legs (i.e., the ) are computed, the simulation proceeds the same, with hazards, randomly chosen distress times, etc. Again, we emphasize that:

Sim produces a set of sail segments for each particle, and these sail segments become the legs for that particle, and behave and are treated just as the legs for a particle in § II.D

Equation 1: Converting S/V to §II.D

To do this, Sim needs to use the environmental data *during the pre-distress* part of the simulator, for each particle. Moreover, it needs an externally supplied function called to translate the environmental data into the set of possible velocities for the S/V.

### Basic Pre-Distress Movement of a S/V; Using Polars

We start by discussing how a S/V particle moves and for this, we start with the assumption that there is no current. Here, we introduce the *Polars* function.

This function is given by input data and provides a map between direction relative to up-wind and speed of wind, to speed of boat in that direction. Put another way, *Polars* is a function that is provided to Sim, its domain is the Cartesian product , and its range is . The input in the xml that specifies this function is the function evaluated at the cross product of a set of directions and a set of wind-speeds. The directions given typically range from 30º to 180º. They do not start at 0º because a sailboat cannot go directly up-wind. In fact, the first number in the set corresponds to the closest to up-wind that a sailboat can move, and the last number in this set corresponds to the direction closest to downwind that the sailboat can move. It is possible that a sailboat can go directly downwind, in which case, the final direction will be 180º. Sailboats never go directly upwind so the first direction will always be positive.

The directions given are usually some arithmetic sequence, so that a typical set of directions would be . The rest of the domain of the *Polars* function is the wind‑speed and the input data gives the function’s values for an arithmetic sequence of wind-speeds. The typical wind‑speeds given are . Using these two example sets, the function would be given by specifying the function’s values at separate combinations of direction-from-upwind and wind-speed, and we simply use interpolation is make the domain continuous.

A perhaps easier way to think of the input to Sim is that it is a sequence of tables. The tables in this sequence correspond to different wind-speeds, and each table has entries for different relative angles to up-wind. The values in these tables give the boat speed if the boat is travelling in that relative angle.

One can think of as either a function (with an implicit understanding that interpolations will be used for the evaluation of the function), or as a sequence of tables. We will be slightly imprecise and let context determine the appropriate interpretation.

Sim makes heavy use of interpolation. In fact, it starts by using interpolation within each table to make sure that all of the tables have the same set of relative angles. Then when asked to find the boat speed for a particular angle and wind-speed, it interpolates within each table, basing this 1st interpolation on the angle, and interpolates the two results, basing this 2nd interpolation on the wind-speed.

#### Sailing Port or Sailing Starboard; forbidden wedges

The function is given only for a set of relative angles; for concreteness, let’s say that these angles go from 30º relative to up-wind to 180º relative to up-wind. We assume that if a S/V is travelling (say) 330º relative to up-wind, then its speed would be what the function would give for 30º degrees. In other words, is given only for one side and we assume symmetry.

We say that a S/V is if the wind is coming across its port side, and it is if the wind is coming over its starboard side. For example, suppose the wind is out of the north so that up-wind is 000º. Also assume that a S/V’s target course is 000º, i.e., straight into the wind. If its course is 030º, which is as close to its target course as possible on the port side, then it is , and veering to the right of its target course. Hence, if a S/V is to make progress towards an up-wind course, then it will be veering to the right of its target course. If a S/V is towards a down-wind course, then it will be veering to the left of its target course. Similar statements hold for .

We use the term to mean the angles near up-wind that a S/V cannot go. If we wish to be explicit, and the S/V cannot go directly down-wind, we will use the term and , but for now, assume that we are only interested in the up-wind wedge. For example, if the wind is from 010º, and the function’s relative angles go from 30º to 180º, the will be from 340º to 40º. If the relative angles go from 30º to 175º, then the will be from 340º to 40º, and the will be from 185º to 195º.

#### Sailing with No Current

In this section, we assume that there is no current. With no current, we say that if a S/V’s target course is not in a f, then it can and our model is that it will do so. Otherwise, the target course lies within a , and we must decide whether to towards the target or . With no current, this is fairly simple; we simply take the endpoint of the forbidden wedge that is closer to the target course.

#### Using Polars with Currents

Until now, we have assumed that we have used with no regard to the currents. The function is only for the apparent wind against the water. If the water is moving (i.e., there is a current), then the apparent (up-)wind is the sum of the up-wind and (down-)current vectors, and the apparent wind’s speed is what we must use in the function. Moreover, the result of the function gives only the boat speed and direction against the water. To get the boat’s velocity against land, we must add in the current. If the wind is light and the current strong, this difference can be substantial, and the code dealing with it is quite involved.

When there is a current, Sim must compute the . The are the tables derived from the tables, after adjusting for the currents. This involves two steps; compute and use the , and add the current vector to each vector from the function.

For example, suppose the wind is 8 kts from 000º and the current is flowing 3 kts towards 090º. In the 1st step, Sim adds the two vectors (0,8) to (3,0) to get the . The ’s speed is and it is from . Hence we would “read” (using interpolation between the tables for wind-speed=8.0 and wind-speed=10.0) the table for . Furthermore, we consider up-wind to be 20.56º. Sim needs to get the vectors for both the port and starboard sides, because it will add the constant vector (3,0) to all of the vectors to get the true velocities against land.

In the 2nd step, Sim adds the vector (3,0) to each vector of the table that Sim got in the 1st step; symmetry between the port and starboard sides is lost in this step. The port and starboard sides will each still form a contiguous swath of courses, but these sections are not symmetric and indeed, are not even necessarily disjoint. Hence Sim’s strategy in the presence of currents changes.

Sim’s strategy is to “do its best ,” “do its best ,” and choose the better of these two possibilities. “Better” here is measured by progress along its target course. What remains to discuss is how Sim chooses a vector when the side (port or starboard) is known. If the current is very strong, this is quite complicated and for this discussion, we will omit those details.

When Sim is assuming a , Sim will choose a direct heading if it is within the ’s relative angles. Otherwise, it will choose the course that is closest to the target course as possible. Similar statements hold for .

### Sail Segments; Motoring and Hove-To

Henceforth, we assume that there is a current and we will use “wind‑speed” to mean “apparent wind‑speed.”

When the wind‑speeds given by the environment fall outside of the wind‑speeds given, we cannot always simply extrapolate the tables to get boat-speed. We do extrapolate when the winds are on the low side, but even there, there is a floor. There are properties in Sim.properties, together with additional data given in the xml, that tell us how low the wind can be before Sim quits the extrapolation for boat-speed. When the winds are on the high side, Sim never extrapolates from the tables, but simply uses the highest value wind-speed table. Again, there is a limit (ceiling instead of floor) to what the S/V can handle and this is given again by a combination of the xml and Sim.properties.

The four thresholds on wind-speed that the xml and Sim.properties supply are “enter motor wind-speed,” “exit motor wind-speed,” “enter hove-to wind-speed,” and   
“exit hove-to wind-speed.” These, together with the wind-speed determined by the environment, determine if the S/V is “motoring,” “sailing,” or “in hove-to.” If the wind-speed drops below the “enter motor wind-speed” value, the S/V will start motoring and continue to motor until the wind-speed rises above the “exit motor wind-speed” value. Similarly, if the wind-speed rises above the “enter hove-to wind-speed” value, the S/V will enter hove-to and continue in hove-to until the wind drops below the “exit hove-to wind-speed” value.

When motoring, Sim considers the effect of the currents, but not the winds. This appears different than the regular voyage of §II.D, because then, we assume the boat overpowers both the currents and the winds. However, this step of the processing is simply creating the legs that we will use as in §II.D and so our comments concerning the similarity of S/V and regular voyage still hold.

If the currents are *very* strong, the S/V can be overwhelmed by the currents even while motoring. When in hove-to, the S/V drifts roughly perpendicular to the apparent wind. When motoring, the S/V can avoid land. When in hove-to, landing means that the S/V’s voyage is over. When motoring, the S/V continues to try to make progress towards its target course, and if it is blocked by land, it will try courses in 5º increments until it finds a good one. While motoring, Sim will only choose a course that is more than 90º from its target course if it cannot find one that is within 90º of its target course. When in hove-to, there is no choice for a course; a S/V in hove-to behaves very much like a distress object.

### Stopping a Sail Segment

#### Stopping a Sail Segment; CheckIntervalTime and Time-Step

Sim assumes that the environment does not change for a fixed period of time, called the , and currently set in Sim.properties to one hour. The 1st way of stopping a is simply to use up the . Clearly, no can last longer than .

A 2nd way to end a is for the simulation time-step to run out. Currently, this is usually 20 minutes. Because of this, no Sail Segment intersects multiple time-steps.

#### Stopping a Sail Segment; CloseEnoughToAbandonOffset

Recall some terminology: each is broken into a sequence of . In the xml and Sim.properties, there is a specification of a distribution for the offset from the , that each particle should start with, and how long it should stay on that offset. For example, if a particle ’s is straight north, but ’s draw from the distribution mentioned above is -20º, then Sim will act (almost) as if the desired course is 340º instead of 000º. In addition, the xml and Sim.properties will specify a distance that must maintain 340º as its . When that distance has been achieved, Sim will then turn towards its original target , the end of the . Hence, another way for a to end, is if a particle gets “close enough to abandon its offset course.”

The reason for the “almost” is that Sim will never go more than 90º from its true target course. In this example, it will go from -70º to 110º away from the course it is trying to achieve. This issue comes into play when avoiding land and when there are extreme currents.

Sim does not require that a particle reaches the exact of its ’s termination point. Again, in the xml and Sim.properties are used to specify a threshold distance; let’s assume that it is 5 NM. Therefore, if gets within 5 NM of its target point (the end of its ), Sim will consider as having arrived, and the will end. If this is the last , ’s entire set of is complete.

#### Stopping a Sail Segment: the Projection Point

Sim never pushes a particle along a course that is more than 90º from its target course. It is possible during a , for a particle to reach a point, called its , such that if it were to continue in the same direction, it would be moving away from its target point; again, we emphasize that the target is the endpoint of the major leg. If reaches its , the ends.

#### Tacking Strategy

Sim currently has no tacking strategy. When there is a strategy for changing tacks, this will be another way for a to end.

### Avoiding Land

Sim relies on the human operator to “route” the sailboat by setting up the . For example, in Washington State, there is a long fjord called Hood Canal that separates the Olympic and Kitsap peninsulas. To follow this discussion’s geography, the reader can follow the link https://www.google.com/maps/place/Hood+Canal/@47.6,-123.1.

Hood Canal starts in the north at the Hood Canal bridge, extends roughly SSW for about 45 miles to Annas Bay, and bends back roughly ENE for about 15 miles to Lynch Cove. If a connected Lynch Cove directly to the Hood Canal bridge, Sim would fail; Sim would not be able to route particles to Lynch Cove and take the sharp right necessary to get to the Hood Canal bridge. The user must help in this case by setting up at least two s; one from Lynch Cove to Annas Bay and one from Annas Bay to the Hood Canal bridge. Even then, there are slight bends in Hood Canal that could prove troublesome. In particular, Sim would benefit from adding points that keep the particles from going into Dabob Bay.

Sim’s automatic land avoidance is not the “routing” type that would be necessary for getting from Lynch Cove to the Hood Canal bridge. Rather, the idea behind Sim’s land avoidance is that it can (sometimes) go around small islands. Given a (which is either directly towards its or the offset course discussed in §II.F.3.b), Sim will apply the logic to come up with a course. If that course runs into land during the , Sim will try alternate courses by adding and subtracting multiples of 5º until it can sail the entire . If it cannot find such a course that is within 90º of the course towards its , it chooses the course that closes as much as possible towards the , and then it backs off from the first crossing of the land. It will try again, but if it continues to be blocked, it will wait for the environment to change. After 3 attempts, the particle is considered blocked, and it stays there for the rest of the duration.

Note that, unlike the regular voyage of §II.D, particles may never arrive at their destination. In §II.D, particles are always scheduled to arrive at their destination, but they all go into distress during the simulation. In a S/V voyage, particles may get hopelessly blocked by land or even unfavorable winds and currents. Moreover, being blocked would become part of the particle’s pre-distress “itinerary.” For example, if a particle is blocked 1 hour into a 100-hour simulation then, when the time of distress is drawn, the chances that its distress point will be where it got blocked will be .

Although this logic is primarily used for sailing part of a S/V, even the motoring part of a S/V case is vulnerable to being blocked. This is because motoring progress is affected by the currents, which could conceivably (although it is very unlikely) be strong enough compared to the S/V’s motor, to cause problems. Finally, (as with Lynch Cove directly to the Hood Canal bridge above), a S/V might not find any direction that would close on its .

If after 3 attempts, the particle is still blocked, Sim gives up on this particle and its trajectory stops. The exception to this rule is if a particle is in hove-to and is driven into land, the particle stops immediately.

### Particle State, SVT, and SVTs for S/V particles

Every particle, at every time, is in a particular . Here, we use the word as in the expression “state of the union.” For non-sailboat particles, there are only two ; and . For an LKP, there is only . For an S/V case, there are several pre-distress s, but just the single distress . The S/V pre-distress s are:

1. Port Direct: Port side sailing, not on the edge of non-forbidden courses
2. Port Tack: Port side sailing, on up-wind edge of non-forbidden courses
3. Port Gibe: Port side sailing, on down-wind edge of non-forbidden courses
4. Starboard Direct: Starboard Sailing, analogous to Port Direct
5. Starboard Tack: Starboard side sailing, analogous to Port Tack
6. Starboard Gibe: Starboard side sailing, analogous to Port Gibe
7. Projection: Stopped because it reached the projection point
8. Close enough to abandon offset: stopped because it’s close enough to abandon the offset
9. Deflected: Sailing, deflected by land
10. Blocked: Sailing, but stopped by land
11. Overwhelmed: Sailing, could not close on target point
12. Overwhelmed and Blocked: Not only could it not make progress, but it got blocked by land in the direction it was going
13. Motor: Wind is too low, motoring
14. Motor Projection: Stopped motoring because it reached the projection point
15. Motor Deflected: While motoring, deflected by land
16. Motor Overwhelmed: While motoring, could not make progress because of the current
17. Motor Blocked: While motoring, blocked by land
18. Motor, Overwhelmed, and Blocked: Not only could it not make progress, but it got blocked by land in the direction it was going
19. HoveTo: Wind is too high, in HoveTo
20. HoveTo, Blocked: While in HoveTo, ran into land. This stops the particle permanently
21. Arrive: Either at end of Major Leg or Target

Table 4: States for Pre-Distress Sailboat Voyage Particles

The records the of a particle at each time-step. When a particle changes s multiple times during a time-step, only the last is recorded. This means, in particular, that a or a state will rarely if ever appear in the ; once the Projection is reached, the particle will immediately begin a new , most likely some sailing or motoring . These transitory s are useful only when stepping through the algorithms in the code. In §IX, we discuss these sailboat voyage pre-distress s further.

Because there is quite a bit of data associated with a particle at a given time (e.g., latitude, longitude, …), this data is collectively referred to as a . The is only one part of a , and hence it is usually referred to as a , or .

# Hazards and Distress Incident

For the pre-distress motion of a particle from a Voyage or LKP-Dead-Reckon scenario, a distress time and place must be chosen. The simplest way of doing this is to lay out a route for the particle and ignore distress considerations. Compute the beginning and ending time of the route and make a uniform draw for the time of distress. This is essentially what is done, but it is complicated by “hazards,” prescribed distress times, and the requirement that a particle go into distress over water.

A hazard is an area, a time-interval, and an intensity. The area is fixed, the time-interval tells us when the hazard is active, and the intensity tells us how much more likely particle was to get into trouble while in the hazard. Hazards do not affect the route of the particle; only when it gets into distress. To illustrate, suppose we have a particle whose planned route (ignoring that it will get into distress at some point) is shown in Figure 8. For example, this particle is 3 times as likely per unit time, to go into distress during times to . His must vulnerable period is between and ; there his “hazard score” is .

Let’s suppose the particle is travelling between and . If there were no hazards, a uniform draw between 0 and 20 could be used to assign the particle a distress time. But with hazards, we compute an “expanded time.” Note that the intensity of a hazard-free section of the trip is the same as a hazard with intensity 1, so our expanded time is 5-2). A uniform draw is made between 0 and 177, and is translated back to a time between 0 and 20. The code is somewhat complex since it must deal with overlapping hazard intervals, but the underlying idea is no more complicated than this example. It’s slightly more complicated going from a draw between 0 and 177 to a time, but the formulae are more cumbersome to write out and read than difficult to understand.
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Figure 8: Intervals of a Hazard for an Example Particle

An additional complication is that, for hazards, there are Dwell Zones, and the hazards may turn on or off while “dwelling.” Still, the main idea of using hazards to determine a distress time, is captured in the above example.

Whether there are hazards, dwell times, both, or neither, the distress time for a particle can be computed with the aid of a single uniform draw. There is an additional wrinkle though; the distress *interval* can be given within the xml. Sim simply computes a distress time that is within this interval by repeatedly making draws until it gets a distress time in the interval.

The same strategy is used if Sim.xml states that the particle should go into distress in water. For example, if the pre-distress motion is modelling a plane flying over an island, then the human planner might not want particles to start on that island. If a particle does go into distress over land, again a draw is made.

This strategy of repeating draws until something acceptable occurs could result in too long a runtime. Sim has code in place that prevents this, and it is summarized in the following rule:

If at least 1000 draws have been made, and Sim has been successful less than one percent of the time, the next draw is accepted. Such a draw is not counted as a success. The numbers of draws and successes accumulate across the particles.

Equation 2: Formula for Ensuring Particles get Drawn

Finally, we mention a rule that is implemented in the code that calls Sim.

If a distress interval is given, and the maximum start time of the particles is after the beginning of the distress interval, the distress interval is ignored. Similarly, if we apply the maximum speeds between the means of the Dwell Zones, and the earliest possible start time for a particle, and the result is an arrival time that is less than the end of the distress interval, the distress interval is ignored.

Equation 3: Ignoring a Distress Interval

What this enforces is that the operator should not specify a distress interval that includes times for which some of the particles are not in distress. This is easy to enforce on the early side; we know the latest time that the particles can go into distress. In other words, it’s easy to compute the “latest possible pre-distress time” for a particle.

The “earliest possible post-distress time” seems like a strange concept, but we use that expression only to be analogous to “latest possible pre-distress time,” and we mean the earliest possible ‘arrival’ time.” Here, ‘arrival’ means that the subject would have completed its scheduled itinerary. This is not nearly as easy to compute, and so we use the fastest speeds, earliest start time, and the *means* of the Dwell Zones. It’s not hard to create pathological cases where the earliest arrival time is considerably earlier, but the technique we use will work for practical cases.

# Reverse Drift Scenario

Sim runs “reverse drifts.” The situation being modelled is that debris is spotted, and a reverse drift is used to find the distribution for distress point. A subsequent “forward drift,” (i.e. normal case) would be run.

The only scenario types that are allowed in reverse drift cases are those with no pre-distress motion. Furthermore, we cannot process completed searches in reverse-drift cases. A typical reverse drift is just one or more of LKP and Area scenarios. The ’s times must be ascending, but in a reverse drift, the natural way of computing the time-steps is descending. Furthermore, the environmental data must be turned around to drift back in time.

The strategy within the code is to run a forward drift, and use the concepts “RefTime” and “SimTime” to distinguish between the times in this forward drift, the real times, and the times used in the environmental look-ups.

# Movement of Distress Particles; Using Environmental Data

A particle’s path is given by its pre-distress motion and its distress motion. In §II.D and §II.E, we discussed the only two scenario types that *have* pre-distress motion, and in §III, we discussed how we determine when pre-distress motion stops. Distress motion starts immediately after pre-distress motion (or at the start when there is no pre-distress motion), and we discuss distress motion in this section.

Distress motion is determined by the environmental data and a particle’s object type. We compute two vectors, the vector and the vector. We simply use vector addition and add these two vectors together. We do this for each particle and each time-step.

There are 3 steps to determine each of the two vectors for a given particle at its LatLng for a given time:

1. Determine the mean and of the winds or currents
2. Add a random effect to these means to form the
3. Compute the vector from the .

Table 5: Using the Environment to Move a Particle

The first would be easy if we had the mean and speeds for every point in the ocean at every time, and of course we do not. What we do have is these mean speeds for a set of LatLngs and a set of times. The set of LatLngs do not necessarily form a grid, and the times are not necessarily evenly spaced.

For any LatLng that appears in the data, we make sure that we have data for any time that appears in the data by simply filling in the values from the closest times. Hence we may assume that we have and speeds for any LatLng/time combination of the data.

But a particle will almost certainly not be at a LatLng (and quite probably not at a time) that is in the data, and we will use interpolation to get the mean and speeds for the LatLng/time combination of interest. We use the LatLng to interpolate within each of the surrounding time layers, and then we use a linear interpolation of these results based on time. So for example, if we are interested in finding some mean speed for some LatLng at time , and we have time layers corresponding to and , we will use to get the answer within the layer, again use to get the answer within the layer, and the time interpolation will be .

## Non-Riverine Interpolation within a Time Layer

Note that the above does not address how to get the mean speed at within the or time layers. This is different for the riverine currents than from the ocean currents or winds. Here we discuss the winds and ocean currents. Our interpolation here is not linear, but based on the 3 closest points within the time layer for which we do have data. The weights applied to the data are simply the inverses of the distances. Suppose we have a LatLng and the 3 closest reference points are . Suppose furthermore that is from , and the mean speed at is , for , the result is

Equation 4: 3 Closest Point Interpolation

The most challenging part of this problem is to arrange the data so that finding the 3 closest points is quick. Since this computation is done for every time-step and every particle and for both winds and currents, a fast algorithm for finding the closest 3 points is necessary for Sim to run. We provide a very brief sketch of the data structure at the heart of this algorithm. This structure is implemented in the Java class MassFinder.

A MassFinder is essentially a binary tree of cells, with each cell being either a MassFinder or a list of up to 20 LatLngs. The two cells of a MassFinder are called its and their LatLngs are separated from each other by a constant latitude or a constant longitude. The cells that are lists of LatLngs are called . Given a LatLng , it is easy to find the containing , and there is only one. Here we are taking advantage of having *points* rather than *edges*. The situation is far more complicated in §V.B and §VI and §V.B, where the reference objects of interest are *edges* and not points.

But given the containing , we can at least find the 3 closest points in ’s list of points and use these to initialize the search for the closest points. We then traverse the tree from the root, skipping cells that we know simply by their borders, cannot have points close enough to affect our result.

## Riverine Currents Interpolation within a Time Layer

Computing the mean and speeds for the currents in a riverine case is far more complicated. The data itself must have more information. Except for riverine currents data, each data point must have lat, lng, time, , and . For riverine currents data, we need the additional data , , and . We use an example to describe what these are and how we use them.

Consider a case near the junction of the Willamette and Columbia Rivers. Each data point must identify whether it is from the Willamette or the Columbia and it does this with a . In addition, our model is that there is a current in the center of the river, a current near the river’s left bank, and a current near its right bank. Each data point must identify which of these “strips” it is in; , , or , and that is the data-point’s . Finally, within a strip, the data is sorted where upstream is considered to be before downstream. The sorting is done by the , which identifies where in its strip it occurs.

We sort the data points within a river/strip combination, and this forms a sequence of points and then a sequence of edges. Rather than finding the 3 closest points as we did in §V.A, we base our interpolation on these edges. There are two possibilities; Center-Dominated and Not Center Dominated. Suppose we are interested in finding the mean for some LatLng .

In Center-Dominated interpolation, we find the nearest edge within some Center Strip and consider the point in that edge that is closest to , and assume that it is from , and the course from to is . If we check to see if we hit a side-strip edge when going in the direction , we will use that edge instead of the center edge.

If we are not using Center-Dominated, we simply find the closest edge. The default is Center-Dominated.

Regardless, we will have an edge and we will not interpolate between its upstream point’s data and its downstream point’s data. Rather, we simply use its upstream point’s data.

## Perturb the Data

In the previous two sections, we discussed how to get the mean and speeds for a given Lat/Lng/time. This Lat/Lng/time is where the particle is that we are trying to move with environmental data.

We consider winds and non-riverine currents first. We could perturb the and means that we found in the introductory part of this section and §V.A each time by making independent draws for each of these. Let’s suppose we are making a draw to perturb the component of the winds. Suppose we have a particle , we are at time-step 1, and the most recent time-step was time-step 0, and the perturbation at time-step 0 was . We need a perturbation for this time-step. This will be correlated to the perturbation at time-step 0.

The correlation will be stronger if the two time-steps are close together. A constant called the is stored in Sim.properties, and it, together with the difference in the times, determines the correlation . This constant represents an exponential decay in the correlation so that if , , and if , . Given , and an independent draw , we have

Equation 5: Correlated Draw for a Variable

It is interesting to note that and do indeed have correlation , and that is a variable. This formula works only with Gaussian variables.

For riverine currents data, the situation is more complicated. Up to this point, we were treating the and components separately. Furthermore, we were storing the draws, but they were scaled by some standard deviation stored in Sim.properties.

For riverine currents data, we convert the mean and speeds into a downstream vector. Each particle has a constant downstream perturbation for its speed, but there is also a cross-stream component. Saying “there is a constant downstream perturbation” is the same as saying for the downstream component. In contrast, for the cross-stream component, . Moreover, the standard deviation that we multiply these draws by is not given directly. For riverine currents, the standard deviation is a percentage set in Sim.properties of the mean speed; this percentage is current set to . The standard deviation for the cross-stream draws is a fraction of the standard deviation of the downstream standard deviation. This fraction is also stored in Sim.properties, and is currently set to .

## Computing the Vector

In the previous sections of §V, we have found the and speeds of the environment (wind or currents) that we will assume are acting on a particle at time t. We directly use this vector as our vector. For winds, the situation is vastly more complicated and it is here that we have dependence on the Object Type.

This section, and the resulting code, is based on [LEEWAY].

Each Object Type has a Leeway Data, and its components are given in Table 6.

1. Slope and
2. Spread
3. Slope and
4. Spread
5. Slope and
6. Spread
7. Gybing Frequency per second
8. Nominal Speed
9. Use Rayleigh (Boolean)

Table 6: Leeway Data

For each particle, we make 3 random draws and convert a Leeway Data into that particle’s Leeway Calculator. The data of a Leeway Calculator is given in Table 7:

1. Slope and
2. Slope and
3. Slope and
4. Gybing Frequency (Copied over from Leeway Data)
5. Using plus (Boolean)
6. Next gybing ‘flip’ (point-in-time seconds)

Table 7: Leeway Calculator

For an individual particle, the first 4 entries of this table are constant; the last two are used to determine when to switch from crosswind-plus to crosswind-minus, and these change during the simulation.

## Creating a Leeway Calculator

A Leeway Calculator requires a Leeway Data and 3 truncated draws; one for each of . We will describe how the Slope and of a Leeway Data is combined with a random draw, to get the Slope and of a Leeway Calculator; the fields of a Leeway Calculator corresponding to and are created similarly.

A Leeway Data has a Slope and . These are illustrated in Figure 9. There, is the slope and is the . This is the standard equation of a line from high school math. Note that there is a Downwind spread value also in the Leeway Data, and our goal is to pick random “lines” so that the spread of the s at the nominal speed is the prescribed spread from the Leeway Data.

There are three ways of achieving this spread. We use one way if , another if , and a third way if the user has requested that we use a Rayleigh distribution. We skip the details here.

Particle Speed

Figure 9: High School Equation of a Line

## Using a Leeway Calculator

Once again, we emphasize that each particle has its own unchanging line similar to the one in Figure 9, and that the of these lines at the nominal speed, will have a spread that is specified in Sim.properties. It actually has one of these for each of , . We call these the *affine* functions of , .

When the assumed value for and are acquired from §V.C, they are converted to speed and direction, and the speed is used for the in the particle’s Leeway Calculator’s affine function to get the particle’s downwind speed.

We use the same downwind speed in the or affine function to get the particle’s crosswind speed. The crosswind direction is from . We stay with one of the choices until the next gybing flip, flip to the other one and, at the same time, make a draw to determine how long to stay on that one.

Adding the and vectors together gives us the vector.

# Land Processing

Distress particles are driven by the environment as in §V. For each time-step, this results in a small edge. It’s small because the distress particles do not travel very far in a given time-step, which is typically 20 minutes for a non-riverine case, and 2 minutes for a riverine case. Still, that can be enough time to cross some land boundary. Sim supports two modes of simulation; sticky and slippery. With a sticky mode, the particle will “stick” to the first land crossing it encounters. With the far more complicated slippery case, Sim will attempt to keep the particle moving. Either way, it’s worth taking a minute to outline how Sim *finds* the first land-edge that it crosses. To do that, we must describe the shoreline data that we use.

## Shoreline Data Characteristics

We use some fairly intuitive graph theory terminology here. Because all of our edges are “directed,” (i.e., they have a start and an end), we are working with a directed graph, and we will call the points , but we’ll continue to call the edges and not use the more common term within directed graphs “arcs.”

Our shoreline data is a set of nested polygons. Each polygon is a sequence of LatLngs (i.e., vertices), and these induce a sequence of edges. Furthermore, we will assume that there are no edges of zero length, so each edge has both left and right sides. Because each edge is a member of a polygon, it has exactly one predecessor and one successor. Except for an edge’s predecessor and successor, no edge so much as touches another one, much less crosses it. Every edge is a member of a closed polygon. We summarize these considerations, plus one more in Table 8.

1. For each edge, its its
2. Each vertex is the of exactly one edge and the of another
   1. If this were an undirected graph, graph theorists would call this a graph
3. Each edge is a member of a polygon
   1. In other words, there are no “spurs.”
4. Polygons that represent lakes or inland seas, are clockwise and those that represent continents or island are counter-clockwise
5. Equivalent to #4 is “Land is always to an edge’s left.”
6. Except for an edge’s predecessor or successor, no edge touches another edge

Table 8: Characteristics of Land Edges

It’s interesting to note that a directed graph is a collection of cycles if each vertex has exactly one and one . While debugging, this simple fact is often used; if ever there is a vertex that does *not* have exactly one and one , something has gone wrong.

The statement “set of nested polygons” is vital. It means that no polygon crosses itself and no polygon crosses another polygon. This rather long way of stating that no edge can touch an edge other than its predecessor and successor, is reminiscent of the two cardinal rules of marriage and the card game bridge: never play with your spouse as opponent and never play with your spouse as partner. Both the way of stating that there are no crossings in our data, and the advice about playing bridge and being married could be shortened. However, in both cases, the long form provides much-needed emphasis.

There are other characteristics of the polygons we insist on to avoid pathological or degenerate cases. Not only do we have no degenerate edges, but we also insist on every polygon having at least 3 edges. This, together with the other requirements, guarantees that every polygon has a well-defined interior and a well-defined exterior.[[1]](#endnote-1)

It is likely that all of these conditions are met in our data, because Sim uses the land that is produced by the BuildSimLand module of Simulator, and it is responsible for guaranteeing that. These very rigid requirements are not met in most data that we’ve seen. By far, the best one is the backbone of our data, GSHHS ([GSHHS]). To our knowledge GSHHS data satisfies the requirements for our data. Most land data seems to be used primarily for display, and the nesting of polygons is not required for that. In contrast, we are using this to determine whether a given LatLng is on land or in water and when a closed path crosses from one to the other. To answer these questions, one needs the conditions laid out in this section.

## Land Storage and Truncation of Polygons

There are roughly twelve million edges in the data. The class we use to represent an edge is the GreatCircleArc, but this is fairly heavy, and there is nothing gained by converting the data’s edges to twelve million GreatCircleArcs. Rather, we cache the file’s data in memory in the very succinct way that the file stores its data. Each polygon has a header that includes the number of vertices, followed by the vertices lat and lng values. These are stored as integers which represent the number of degrees. Then for each case, we get only the data we need by reading through this cache rather than the file on disc and get only the part of the polygon that we need for the case. Of course, we must be careful to retrieve nested non-crossing polygons.

Furthermore, we must do this quickly. Suppose we have a case off of Florida and we start to read in the North America Polygon (). If we were to examine each of the over one million vertices in for whether or not it was of interest to our Florida case, we would waste a lot of time. For example, we would be considering a point on the Yukon River, then the next point on the Yukon River, etc.

We avoid this by using the result of BuildSimLand; it generates files that tell us about the maximum lengths of the edges. For example, if the maximum edge length in the data is , and the point on the Yukon River is from the closest point of interest for our case, we can simply skip the next points.

A Sim case comes with an Area of Interest, or and this is given as a Lat/Lng box. Because of the above, it is convenient to quickly find the distance to the region of interest and it is easier to do this for a circle than for a Lat/Lng box. Hence, Sim computes the Circle of Interest or , which is the smallest circle containing the . The distance to the is simply the distance to the ’s center minus the ’s radius. Of course, distances in this case refer to great circle distances.

It’s interesting to note that truncating a polygon can result in multiple polygons and this is most often the case. In Figure 10, the blue circle represents the and the red polygon will be truncated into three polygons. Also in this case, there are four sections of the polygon’s that intersect the . Assume that the red polygon is clockwise, so the resulting polygons are formed by:

1. A and part of the
2. B, part of the , D, and part of the
3. C and part of the

Table 9: Polygons from Sections of a Polygon

A

B

C

D

Figure 10: Truncation Produces Multiple Polygons

This illustrates that here can be polygons formed form non-consecutive stretches of the original polygon. This is quite common and is not an unusual pathological case.

“Bridges” that fill in for the sections that are “part of the ” must still be constructed. This usually is not a problem except in the Great Lakes. Consider a case where the intersects Isle Royale, a large island in Northern Lake Superior. Then there will be three polygons that require bridges; , the Great Lakes polygon (), and the Isle Royale polygon (. We form the ’s bridges by extending them the farthest outside of the , ’s bridges by extending them less, and ’s bridges by extending them the least. We see this in the left-hand picture of Figure 11. The sliver on the edge is the part of the truncated that is not overwritten by the truncated version of . Although it is difficult to tell the difference, is a different color from ; this program colors islands (e.g. ) differently than continents or ocean-islands (). Also notice the significantly different blues between ocean (outside of ) and lake.

The second picture in Figure 11 shows the non-truncated version of and . We’re not zoomed out far enough to see the entire version of either of these, but they are there, as is , which we don’t see at all.

In Table 10, we list the different levels and show how that applies in this case. “Island-within-Lake” is certainly adequate for Sim, but the data does have some lakes-within-islands-within-lakes-within-continents.

1. Dark Blue: Ocean (not contained in any polygon)
2. Dark Tan (barely visible strip between ocean and lake): Continent or Ocean Island (
3. Lighter Blue: Lake within Continent ()
4. Light Tan: Island within Lake ()

Table 10: 4 Levels and their Colors
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Figure 11: Truncated Island inside of Truncated Lake inside of Truncated Continent

Note that, even though the extends a long way north and east, as far as this case is concerned, there is ocean where the dark blue is in the first picture. Furthermore, note that the polygons do not cross. They are, to be sure, very close, but the bridge building process guarantees that the truncated polygons will not cross and will maintain the inclusion relationship of the original polygons. This screenshot was taken with some parameters adjusted to make the sliver of large enough to see. In practice, the bridges are much closer together.

## Storing the Edges; GeoMtx

When storing *points* so they can be found quickly, a binary tree of sets of points has been adequate for our purposes. Edges are not so easy to store, and that’s because edges are 2-dimensional whereas points are 0-dimensional.

For riverine interpolation, we need to find the closest edge to a given LatLng. For finding land crossings, we need to find the first edge that another edge (the particle path during a time step) crosses. After a few attempts failed because of undue memory usage or slow performance, we are now using a class called a GeoMtx. This class was primarily developed for BuildSimLand, but it’s useful for the two of this paragraph. Here we give a rough description, mentioning other Java classes that are involved.

An Extent is essentially a LatLngBox, and a GeoBox is something that can provide an Extent. The most common GeoBox is a GreatCircleArc (or ). In fact, other GeoBoxes are collections of GeoBoxes, so really every GeoBox has at its core, a collection of s. Polygons, (the Java class is Loop), and strings of s (GcaSkein) are also examples of GeoBoxes.

A small note here. For most of these GeoBoxes, the Extent is easy to compute. For a however, only the west and east longitudes of a can be directly obtained by considering their endpoints. The the north and south extremes of a do *not* necessarily occur at an endpoint, so they are computed and cached as part of a .

For right now, we say that “we sort GeoBoxes.” They are sorted by increasing left longitudes, and then sections of this sequence are sorted by increasing low latitude. For the rest of this section, simply assume that there is nothing of interest anywhere near the dateline.

The critical point is that with the sort and a little extra storage, one can identify only those GeoBoxes whose Extents overlap a given Extent. There are too many details to cover in this document, but let’s consider the left-to-right sorting by left longitude and suppose we are given an Extent with . Any GeoBox in our list with a left endpoint of 10 or higher cannot overlap so we can eliminate it and everything to its right, and this took only a binary lookup. However, of the ones we kept, it is much more difficult to eliminate the GeoBoxes that end to the left of 5. This is where the extra storage comes in.

We wrap the GeoBoxes in a class called BoxWrapper, and it is actually BoxWrappers that we sort. Each BoxWrapper has a list the BoxWrappers to its left that have a right-hand endpoint bigger than its own. This allows us to iterate through a small set of BoxWrappers until we will know that we have not missed any BoxWrapper with an overlapping Extent.

Finding the closest , as is required in riverine cases, capitalizes on this sorting scheme as well. As we find something that is close, we tighten the bounds and therefore eliminate some of the BoxWrappers from consideration. The details are too extensive, but summarizing, we have:

A GeoMtx is a collection of GeoBoxes, and we sort the GeoBoxes so that looking up which GeoBoxes intersect or are close to a given Extent, is fast.

Equation 6: Main Idea behind a GeoMtx

### The Dateline is a Nuisance

“We sort by increasing left longitudes.” Such a statement begs the question “what about the dateline?” There are very few edges that *cross* the dateline. Eurasia crosses the dateline by over of longitude, but there are not many edges that individually cross the dateline.

Our approach is to simply take those edges out of the picture and set them aside. Because our edges are relatively small, the edges that cross the dateline are few and are confined to a very narrow strip of longitude. When we ask any questions such as “what is the closest edge,”, we process this strip, called the separately.

It is interesting to note that the dateline still causes problems and we once again consider Eurasia. After we remove the edges that cross the dateline, we sort the rest by increasing left longitude. For North America, which does not cross the dateline, the edges will form a sequence of edges that is unbroken with respect to longitude. By this we mean that for any longitude between the left-most longitude and the right-most longitude, some edge covers that longitude. This is not so for Eurasia. After the Bering Strait, there is a huge gap in longitudes to the east, until Western Spain, and this gap causes problems.

We include this section simply to point out that there are details about the dateline that we are aware of and have dealt with. We have worked around these problems, and it is better to picture a problem that does not cross the dateline. The workarounds involving the dateline are mostly confined to the and including this in the discussions clutters the exposition without really providing any interesting information.

## Slippery Shore, Stop-and-Block

In §VI.C, we gave a very brief discussion of a data structure that allows us to look up nearby edges. The data structure is far less important than noting that we have addressed the task of quickly looking up edges that are close to or cross a given edge. We do this by loosening the problem slightly and solving the analogous problem concerning LatLngBoxes, which we call Extents.

In this section, we use this ability to find where particles hit land. Slippery Shorelines also require some additional considerations.

Given a large set of particles near a complex shoreline that has a lot of edges even after truncation, and many time-steps, the discovery of where the particles cross the shoreline can be the most time-consuming step in the simulation. We address this with a “Stop-and-Block” approach to the problem.

All of this is relevant only for the more difficult problem of Slippery Shore. For Sticky Shore, once a particle hits any shoreline, it sticks there and is essentially removed from the problem. Slippery shore is the far more difficult problem and, since riverine cases use Slippery Shore and 2-minute time-steps, handling them efficiently is critical for some cases.

For a Slippery Shore case, when a particle hits shoreline, Sim backs it off, and tries to move it parallel to the shoreline edge that it hit. That would be fine if it did not hit another edge. That this can happen repeatedly is apparent when one considers small inlets that the particles get “stuck in.” Repeatedly trying to get a particle out of such an inlet wastes a lot of time and we address that problem here.

In a given time-step, Sim computes the distance that the particle was supposed to move, as discussed in §V. If it is blocked by land, Sim moves it parallel to the blocking edge to use up the rest of . Of course, the particle can run into more land and, after 3 tries, Sim gives up and the particle’s end-point for that time-step is where the particle ended after the 3rd try.

But Sim does more than that. When such a “dead-end” time-step occurs for a particle, that particle is put in the “penalty box,” and there it will stay for 3 more time-steps. The idea is that the particle seems to be immobilized by the winds and currents at that time, and we wish to let the environment change before trying to extricate it from the trap that it has worked its way into.

We call this Stop-and-Block, and we log the occurrences of Stop-and-Block, and the penalty boxes. The problem is particularly acute in regions that have intricate shoreline and rivers that the particles can get up such as the Potomac, the Rappahannock, the York, and the James Rivers of Virginia.

## SimLand and BuildSimLand

We close §VI by mentioning that there is another document describing the data that Sim uses. We call these data files SimLand, and it is put together from several sources, plus corrections as the need becomes apparent. The bulk of the data comes from GSHHS, which in turn is largely a cleaned-up version of WDBII. The combining of all this data, and the modifying of it, makes extensive use of a GeoMtx.

# Bathymetry and Anchoring

Sim uses bathymetric data to determine where a particle, once it goes into distress, might have been able to anchor. There is a single anchoring depth of 50 meters, set in Sim.properties, and overridable in a case’s xml file. If a particle goes into distress at a LatLng where the depth is less than 50 meters, there is a probability that he will anchor, Sim makes a random draw, and the particle either sticks to that LatLng or drifts with no further potential for anchoring. The probability is given in the xml.

To determine the depth of a LatLng, we use ETOPO-1 ([ETOPO]), which is provided by NOAA. For the Great Lakes and, indeed, any lake for which the depth is not simply given by the height of the earth’s floor compared to sea-level, we must do more than that.

## ETOPO

The ETOPO data gives us the height above sea-level of the ocean floor at each point in a grid of points. The data is stored as a short integer, so it has a range of . The grid has rows and columns. The extra row corresponds to having an entire row for the North Pole and an entire row for the South Pole. For longitudes, we have a column for -180 but we don’t need one for 180.

When we are given a LatLng , we do not interpolate, but rather find the grid point that is closest to and use that depth.

The format of the data file is extremely simple. It is simply a binary file with 2 bytes for each depth, and the depths are stored in rows that go north-to-south and, within a row, from to .

The code uses a combination of skips and byte reading to pick up the necessary depths. It is all very straightforward except for cases that cross the dateline. No matter what, the set of rows and columns are identified, and the rows that are north of the relevant rows are skipped over in the file. An array of rows is allocated within memory, with row having room to store the number of columns in the data.

Following that, for a normal non-dateline case, the initial part of the data for the first row is skipped over, the relevant part is read into the first row of memory, and the rest of that row is skipped over in the data file. The process repeats until we have read in the entire row.

For a dateline case, the rows are allocated as before, and data in the file is skipped over to get to the correct set of rows. But the process changes here. In this case, the eastern part of each row must be read in to the right side of the row in memory, a single skip is made in the data to get to the western part of the data in the file, and the western part of the data is read into the first part of the memory row. A short example will help.

Suppose that the LatLng box has longitudinal range of from to . We allocate shorts for each row. But we start by reading in the shorts from to into positions through of our array in memory, we skip the shorts in the file to get to , and then read the final shorts into positions through of our array in memory. Then we repeat this process for each row.

## Great Lakes

The above process is straightforward when depth and meters-above-sea-level are each other. However, in the Great Lakes, ETOPO gives not the depth of the lake, but the elevation of the lake floor above sea level. Therefore, we must adjust these depths by the altitude of the lake’s surface. To do this, we created “Lake Basins.” These have nothing to do with the drainage basins of the lakes, but are simply a convenient construction for adjusting the depth information. In Figure 12, we depict the lake basins of the Great Lakes. There are 4 because Lakes Michigan and Huron have the same surface level. We certainly could have made them much smaller, but there is no need to and, since we will be checking if points are within these polygons, it is helpful to keep the number of sides in these polygons down.[[2]](#endnote-2)

We examine these basins in the order Superior, Michigan-Huron, Erie, and Ontario. If a point is in a basin, its depth from the ETOPO data is adjusted accordingly. The basin and their adjustments are stored with ETOPO data itself in Java resources, and are included in the Land Jar file.

In theory, we could do this for other lakes, such as Champlain and Tahoe. But the data within ETOPO does not support this. In ETOPO, we have only found lake bottom depths for the Great Lakes.
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Figure 12: Lake Basins for Superior, Michigan-Huron, Erie, Ontario, and Champlain

# Completed Searches

Sim computes probabilities of particles. It can use completed searches to adjust the probabilities of the particles. Strictly speaking, particles do not have probabilities; our underlying probability model is not simply many point-masses. But for this discussion, we will ignore this inaccuracy and refer to the weights on the particles as probabilities. We would use the word “weight” interchangeably with “probability,” except that if we are using the word “probability,” we will assume that these numbers (weights or probabilities) have been normalized.

With those technical details out of the way, we will simply talk about completed searches updating the weights. When they are updated, we can normalize them, i.e. divide each by the sum so that they add to 1. Initially the weights are determined by the scenario weight, and the number of particles for a given object type is determined by that object type’s weight within the scenario. A short example will illustrate this. Suppose there are 2 scenarios with weights 0.6 and 0.4 respectively, and two object types, with object type weights within the first scenario of and respectively. Suppose also that we are using 5,000 particles per scenario. Then the initial weight assigned to any particle in the first scenario is *and* there are of these particles. We will use 1666 particles of one object type and of the other; they must both be integer and whether we give the remainder to one object type or the other is immaterial.

## Lateral Range Curves and

The completed searches component of Sim adjusts these weights by considering the previous searches that failed. Intuitively, a particle that had a high probability of being seen by a previous search should have low weight; “we looked there, we did not see him, so that particle is probably not the one.” To capture this notion rigorously, we need the notion of a particle’s . A particle ’s is the Probability of not seeing , given that is the missing object.[[3]](#endnote-3). The rest of this section deals with how we use Lateral Range Curves to compute the .

Note that this computation does not affect the paths that Sim produces; a particle’s path is completely determined by the pre-distress motion model and the movement of the post-distress particle due to the environment. Only after the path is laid out, does Sim use the completed searches and these paths to update the weights of the particles.

We give a very brief discussion here about updating these weights. An excellent discussion is found in Chapter 11 of [ELEM]. In fact, we will refer to that paper and say only enough that we can describe what Sim does that is not in [ELEM].

In [ELEM], the main discussion focuses on the use of a Lateral Range Curve (*LRC*) to update a particle’s weight by using the . The for a given leg is computed by finding the point on the leg where the distance between the searching vehicle () and particle, when plugged into the *LRC*, is maximized. For the *LRC*s in [ELEM], and for most of ours, this point is the point of the minimum distance between the *SRU* and the particle. We call this distance the closest point of approach (or *CPA*)[[4]](#endnote-4). Hence, in [ELEM] and for most of our *LRC*’s, we simply find the *CPA*, and plug it into the *LRC*, and call that our probability of detection, or , for that leg. is simply .

## ESS

Because the *LRC*’s discussed in [ELEM] are omnidirectional, symmetric about 0, and monotonically decreasing, this method does indeed produce the maximum *POD* for that leg. Sim deals with two sensor-types now that are not. One is *ESS* and the other is *ESS+NVG*. We start our discussion with *ESS*.

*ESS* is not omnidirectional and in fact, can only be used for ladder patterns. An *ESS* sensor looks only “down-creep.” Furthermore, there is a minimum distance and a maximum distance that it can see. Finally, it is not only blind to up-creep, but its angle of view is very limited. In Figure 13, we assume that the *SRU* is flying from the origin along the positive axis, and we illustrate the region that the *SRU* can see.in Figure 13.
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Figure 13: Non-zero Detection Region for ESS

By subtracting the *SRU*’s straight-line velocity vector from the particle’s straight-line particle vector, we can assume that the *SRU* is stationary, and that the particle is moving at almost the *SRU*’s, velocity, but right-to-left instead of left-to-right.

Let’s suppose that the particle is moving directly right-to-left and near the minimum range from the x-axis. There would be up to 5 different segments for the particle; outside and to the right of the region, inside the region and near the lower right corner, outside the region because it is too close but within the angle of detection, inside the region and near the lower left corner, and outside and to the left of the region. Only two of those segments, the 2nd and 4th were within the region.

To compute the maximum *POD*, we take the *CPA* within each segment for which the particle is in the region. In this case, there would be two segments. Almost always, there is one.

Because the particle moves so slowly compared to the *SRU*, in reality, one could approximate the detection region as the region between the two red bands in Figure 14. In that case, there would be no need to specify the angle of the detection region.

Down-Creep
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Figure 14: Practical Detection Region

## ESS+NVG

Most of our ESS sensors are combined with NVG, which is a more standard lateral range curve. We combine them into a single *LRC*. Recall that we found the time for which the distance between the *SRU* and particle at , maximized the *LRC*. We do the same thing here, but the LRC that we use is evaluated by assuming independence between the two sensors and taking the product:

Equation 7: LRC For ESS+NVG

Because the *ESS* component is not omnidirectional, the *LRC* does not have that form; that form would be true if the were the same for any direction, but it is not since *ESS* only looks down-creep. Therefore, our *LRC* is not a simple function of the distance.

However, we use it almost as if it were. We do not simply plug in the distance , and we cannot do that for *ESS* either. There *is* a function of distance that we use to get , but we must make sure that the particle is within the sensor’s detection region. Otherwise, the term is replaced by 0.

For *ESS+NVG*, we find the *CPA* of each section, but apply it to Equation 7, modified as per the above paragraph. Then among the segments, we take the one with the highest value.

## 5-Minute Rule

We compute the *POD* value for each leg. Note that on cross legs, the *POD* value is zero for *ESS* and the ESS component of *ESS+NVG*. But suppose there is a detection near the end of a leg, and this detection was a good one primarily because of the *NVG*. The NVG component operates on the cross legs and there will be another one almost immediately. We do not wish to count both of these, so we use what we call the “5 minute rule.”

Roughly speaking, if two detections occur close to each other, we only wish to count one of them, and the better one at that. A leg’s *detection time* is the time that gave it its highest *POD*. We start by calculating the *POD* value for each leg and putting the legs onto a cafeteria stack.

We set a pointer to the last leg in the stack. If the leg pointed at by and the leg before that have their s within 5 minutes, we take the leg with the larger *POD*, throw the other one away, put the winning leg back onto the stack, and keep pointing at it. If these two legs have s that are more than 5 minutes apart, we keep them both and move down one, so that it’s now pointing at the second leg in the comparison.

## Common Roots with Planner

Almost all this work pertains to Planner as well. Indeed, Planner simply generates a pattern from the parameters of the pattern, and then applies this method to compute the POD for a given particle/SRU combination.

# Particle File

Finally, we discuss the main output file of the Simulator; the . The is a NetCDF file (See [NetCDF]). We give a functional description of the relevant characteristics of NetCDF files here. By this we mean that we are *not* trying to specify a byte-by-byte description of NetCDF files, but rather we describe the concepts behind the format. Indeed, we do not even *know* the byte-by-byte format, but rely on 3rd party libraries to read and write NetCDF files, using the data within our own code in the calls to these library routines. Finally, we mention that we are simply scratching the surface of the NetCDF format. We use a very small subset of the capabilities of NetCDF files.

Our main purpose for using the NetCDF file format to store our is that it is a very convenient way of storing multi-dimensional arrays (or tables) of data. The process is straightforward:

1. Declare the different types of s, and how long they are
2. Declare the arrays (called ) and what they are dimensioned by
3. Populate the arrays
4. Add the global strings

Table 11: Steps for Creating a NetCDF File

## Dimensions and Variables of Particle File

Another word for could be , which we prefer, but will not use. We would *like* to say that the “tables are indexed by one or more s,” but the NetCDF terminology is that “ are indexed by one or more s,” and we will adopt that language here.

The main s that we use are time, scenario, and particle-within-scenario. We give an example, using the lat. The variable lat is indexed by all 3 main s. Hence,

Equation 8: Indexing of the Variable lat in NetCDF File

There is a similar variable lng for the longitudes of the particles. Recall the notion of from §II.F.5, means . This is the of the particle, and it changes with time. For a sailboat voyages, it can be either distress or the values listed in Table 4. For a regular voyage, the will always be “underway” or “distress.”

In Table 12, we list the s. In Table 13, we list the basic variables in a .

|  |  |
| --- | --- |
| Name | Description |
| time | For tables that have a time component, e.g. lat. |
| scenario | For tables that have a scenario component. |
| particle | particle-within-scenario. Anything that references individual particles will need to include both scenario and particle in its . |
| svts | State Vector Types. Variables that are indexed by svts are describing the s, and typically are not indexed by scenario or particle |
| sots | Search Object Types. Similar comment as for svts. |

Table 12: Dimensions in a Particle File

One “trick” we use is to store variables whose values are ordinals of sets, rather than values of the sets themselves. For example, consider . We have a corresponding to , and a String variable that is dimensioned by the . This String variable simply gives the names of the different values of . When we want a variable to take on values of type , we use an int, and those int values are the ordinals of the values. We do this for , , and .

|  |  |  |  |
| --- | --- | --- | --- |
| Variable Name | s | Type | Description |
| time | time | int | List of #Secs Since 01/01/2000, 0000:00Z |
| svts | svt | String | Names of State Vector Types |
| lat | time,scenario,particle | float | Latitudes of particles at time-step |
| lng | time,scenario,particle | float | Longitudes of particles at time-step |
| probability | time,scenario,particle | float | Probability of particle at time-step |
| pfail | time,scenario,particle | float | Cumulative pFail of particle as of time-step |
| scenarioOrdinal | scenario | int | Ordinal of Scenario |
| scenarioWeight | scenario | float | Weight of Scenario |
| anchoringTime | scenario,particle | int | Time (see 1st variable) of particle’s anchoring |
| birthTime | scenario,particle | int | Time of particle’s birth |
| landingTime | scenario,particle | int | Time of particle’s landing |
| expirationTime | scenario,particle | int | Time of particle’s expiration (not used) |
| underwayType | scenario,particle | int | Ordinal of particle’s underway type |
| distressType | scenario,particle | int | Ordinal of particle’s distress type |
| initPrior | scenario,particle | float | Initial probability of particle |
| originalPrior | scenario,particle | float | Initial probability of particle[[5]](#endnote-5) |
| distressLat | scenario,particle | float | Latitude of particle at distress |
| distressLng | scenario,particle | float | Longitude of particle at distress |
| svtOrdinal | time,scenario,particle | int | Ordinal of of particle |

Table 13: Basic Variables or Tables of a Particle File

In addition, there are several variables that store averages for each scenario across the particles of each Search Object Type. Such variables will not have the “particle” , but rather the “sots” . Since they are the averages rather than all of the values, these variables’ sizes are far smaller than, e.g., lat. We list these averages in Table 14.

|  |  |  |  |
| --- | --- | --- | --- |
| Variable Name | s | Type | Description |
| meanBirthTime | scenario,sots | int | For given scenario, Search-Object-Type combination, the average time of the particles’ “birth” |
| meanLandingTime | scenario,sots | int | Similar to above for landing |
| meanLat | time,scenario,sots | float | At each time-step, the average lat |
| meanLng | time,scenario,sots | float | At each time-step, the average lng |

Table 14: Variables Averaging out Particle

In 2.2, there is an attribute writeOcTables that can appear on the top tag either explicitly in the xml or indirectly through Sim.properties. If that is present and set to true, the variables of Table 15 will also be in the . The “Oc” in writeOcTables refers to “Originating Craft” and these list what *would* happen to each particle if it does not go into distress. These all refer to the pre-distress motion of a voyage. Typically, they are used for sailboat voyage; we really have little interest in the wind or currents or boat-speeds for the voyages of §II.D.

|  |  |  |  |
| --- | --- | --- | --- |
| Variable Name | s | Type | Desccription |
| ocLat | time,scenario,particle | float | Latitude of particle’s path, assuming no distress |
| ocLng | time,scenario,particle | float | Longitude of particle’s path, assuming no distress |
| ocEastDnWind | time,scenario,particle | float | Down-wind East component at time/point specified as per above |
| ocNorthDnWind | time,scenario,particle | float | Down-wind North component at time/point specified as per above |
| ocEastDnCurrent | time,scenario,particle | float | Down-current East component at time/point specified as per above |
| ocNorthDnCurrent | time,scenario,particle | float | Down-current North component at time/point specified as per above |
| ocEastBoat | time,scenario,particle | float | East component of boat movement, assuming no distress |
| ocNorthBoat | time,scenario,particle | float | North component of boat movement, assuming no distress |
| ocSvtOrdinal | time,scenario,particle | int | of boat, assuming no distress |

Table 15: OcTables of Particle File

## Strings of Particle Files

In addition, there are three strings and they are stored as global attributes.

The 1st string has the most rigid requirements, and is called model. This is a misnomer; it is simply the content of the xml file. Because of Sim.properties, this does not necessarily represent the model itself, but the specification for the is that the attribute called model will contain the content of the xml file. Note that, in particular, additional standard xml comments within this string are forbidden because there is no guarantee that the other parts of SAROPS that require this string can parse such comments. The requirements on this string are very rigid; just the file content.

The 2nd string is called simEchoModel, and it really *does* represent the model. The only modules of SAROPS that read this string are Planner and SimWebServer. Currently, Sim, Planner, and SimWebServer are all written by the same person and they will almost certainly always be written by one person or a small team. Hence, neither the name of the string nor its value is as rigidly specified.

The 3rd String is called stateVectorTypesString and stores the names of all the s. A 4th string stateVectorTypeColorsString merely gives some suggestions for colors using standard HTML color names. Port sailings are “reddish,” starboard sailings are “greenish,” etc., but these are merely suggested, and are subject to change.
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1. On a sphere, this is technically incorrect. A polygon simply divides the sphere into two regions, and there really is nothing different about one from the other. We will adopt the convention that the smaller region is the interior and the larger the exterior. Note that we *need* this convention to talk about whether or not a polygon is clockwise or counterclockwise. A polygon is clockwise or counterclockwise from the perspective of someone standing in its smaller region. [↑](#endnote-ref-1)
2. It is of interest to note that to check for inclusion of a LatLng in a Polygon, we use the same GeoMtx structure mentioned in VI.C. Here we are looking for the first edge we cross when we go straight North. If that edge crosses left-to-right, is in water. Hence, we store the LakeBasins as clockwise (water) polygons. [↑](#endnote-ref-2)
3. Bayesian updating multiplies each particle ’s weight based on some data . It does this by multiplying ’s previous weight by . This quantity is called the *likelihood* for and . In our case, is simply “we did not find the object.” Hence, multiplying weights by *Pfail*s is exactly a Bayesian update. This suggests that other Bayesian updates could be applied as well. [↑](#endnote-ref-3)
4. The Computation of CPA is also in [ELEM] [↑](#endnote-ref-4)
5. Duplicate of initPrior, for backward compatibility purposes. Only one of these will be in each Particle File [↑](#endnote-ref-5)